**装箱和取消装箱（C# 编程指南）**

装箱是将[值类型](https://msdn.microsoft.com/zh-cn/library/s1ax56ch.aspx)转换为 **object** 类型或由此值类型实现的任何接口类型的过程。当 CLR 对值类型进行装箱时，会将该值包装到 System.Object 内部，再将后者存储在托管堆上。取消装箱将从对象中提取值类型。装箱是隐式的；取消装箱是显式的。装箱和取消装箱的概念是类型系统 C# 统一视图的基础，其中任一类型的值都被视为一个对象。

在下面的示例中，将整型变量 i 进行了装箱并分配给对象 o。

int i = 123;

// The following line boxes i.

object o = i;

然后，可以将对象 o 取消装箱并分配给整型变量 i：

o = 123;

i = (int)o; // unboxing

以下示例演示如何在 C# 中使用装箱。

// String.Concat example.

// String.Concat has many versions. Rest the mouse pointer on

// Concat in the following statement to verify that the version

// that is used here takes three object arguments. Both 42 and

// true must be boxed.

Console.WriteLine(String.Concat("Answer", 42, true));

// List example.

// Create a list of objects to hold a heterogeneous collection

// of elements.

List<object> mixedList = new List<object>();

// Add a string element to the list.

mixedList.Add("First Group:");

// Add some integers to the list.

for (int j = 1; j < 5; j++)

{

// Rest the mouse pointer over j to verify that you are adding

// an int to a list of objects. Each element j is boxed when

// you add j to mixedList.

mixedList.Add(j);

}

// Add another string and more integers.

mixedList.Add("Second Group:");

for (int j = 5; j < 10; j++)

{

mixedList.Add(j);

}

// Display the elements in the list. Declare the loop variable by

// using var, so that the compiler assigns its type.

foreach (var item in mixedList)

{

// Rest the mouse pointer over item to verify that the elements

// of mixedList are objects.

Console.WriteLine(item);

}

// The following loop sums the squares of the first group of boxed

// integers in mixedList. The list elements are objects, and cannot

// be multiplied or added to the sum until they are unboxed. The

// unboxing must be done explicitly.

var sum = 0;

for (var j = 1; j < 5; j++)

{

// The following statement causes a compiler error: Operator

// '\*' cannot be applied to operands of type 'object' and

// 'object'.

//sum += mixedList[j] \* mixedList[j]);

// After the list elements are unboxed, the computation does

// not cause a compiler error.

sum += (int)mixedList[j] \* (int)mixedList[j];

}

// The sum displayed is 30, the sum of 1 + 4 + 9 + 16.

Console.WriteLine("Sum: " + sum);

// Output:

// Answer42True

// First Group:

// 1

// 2

// 3

// 4

// Second Group:

// 5

// 6

// 7

// 8

// 9

// Sum: 30

**性能**

相对于简单的赋值而言，装箱和取消装箱过程需要进行大量的计算。对值类型进行装箱时，必须分配并构造一个新对象。取消装箱所需的强制转换也需要进行大量的计算，只是程度较轻。有关更多信息，请参见[性能](https://msdn.microsoft.com/zh-cn/library/ms173196.aspx)。

**装箱**

装箱用于在垃圾回收堆中存储值类型。装箱是[值类型](https://msdn.microsoft.com/zh-cn/library/s1ax56ch.aspx)到 **object** 类型或到此值类型所实现的任何接口类型的隐式转换。对值类型装箱会在堆中分配一个对象实例，并将该值复制到新的对象中。

请看以下值类型变量的声明：

int i = 123;

以下语句对变量 i 隐式应用了装箱操作：

// Boxing copies the value of i into object o.

object o = i;

此语句的结果是在堆栈上创建对象引用 o，而在堆上则引用 **int** 类型的值。该值是赋给变量 i 的值类型值的一个副本。下图说明了两个变量 i 和 o 之间的差异。

装箱转换

还可以像下面的示例一样执行显式装箱，但显式装箱从来不是必需的：

int i = 123;

object o = (object)i; // explicit boxing

**说明**

此示例使用装箱将整型变量 i 转换为对象 o。这样一来，存储在变量 i 中的值就从 123 更改为 456。该示例表明原始值类型和装箱的对象使用不同的内存位置，因此能够存储不同的值。

class TestBoxing

{

static void Main()

{

int i = 123;

// Boxing copies the value of i into object o.

object o = i;

// Change the value of i.

i = 456;

// The change in i does not effect the value stored in o.

System.Console.WriteLine("The value-type value = {0}", i);

System.Console.WriteLine("The object-type value = {0}", o);

}

}

/\* Output:

The value-type value = 456

The object-type value = 123

\*/

**取消装箱**

取消装箱是从 **object** 类型到[值类型](https://msdn.microsoft.com/zh-cn/library/s1ax56ch.aspx)或从接口类型到实现该接口的值类型的显式转换。取消装箱操作包括：

* 检查对象实例，以确保它是给定值类型的装箱值。
* 将该值从实例复制到值类型变量中。

下面的语句演示装箱和取消装箱两种操作：

int i = 123; // a value type

object o = i; // boxing

int j = (int)o; // unboxing

下图演示上述语句的结果。

![显示 i 和 o 变量之间的差异的图。](data:image/gif;base64,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)

取消装箱转换

要在运行时成功取消装箱值类型，被取消装箱的项必须是对一个对象的引用，该对象是先前通过装箱该值类型的实例创建的。尝试取消装箱 **null** 会导致 [NullReferenceException](https://msdn.microsoft.com/zh-cn/library/system.nullreferenceexception.aspx)。尝试取消装箱对不兼容值类型的引用会导致 [InvalidCastException](https://msdn.microsoft.com/zh-cn/library/system.invalidcastexception.aspx)。

下面的示例演示无效的取消装箱及引发的 **InvalidCastException**。使用 **try** 和 **catch**，在发生错误时显示错误信息。

class TestUnboxing

{

static void Main()

{

int i = 123;

object o = i; // implicit boxing

try

{

int j = (short)o; // attempt to unbox

System.Console.WriteLine("Unboxing OK.");

}

catch (System.InvalidCastException e)

{

System.Console.WriteLine("{0} Error: Incorrect unboxing.", e.Message);

}

}

}

此程序输出：

Specified cast is not valid.Error: Incorrect unboxing.

如果将下列语句：

int j = (short) o;

更改为：

int j = (int) o;

将执行转换，并将得到以下输出：

Unboxing OK.